**SuperSet ID:  6389675**

**Exercise 1: Implementing the Singleton Pattern**

**Scenario:**

You need to ensure that a logging utility class in your application has only one instance throughout the application lifecycle to ensure consistent logging.

**Steps:**

1. **Create a New Java Project:**
   * Create a new Java project named **SingletonPatternExample**.
2. **Define a Singleton Class:**
   * Create a class named Logger that has a private static instance of itself.
   * Ensure the constructor of Logger is private.
   * Provide a public static method to get the instance of the Logger class.
3. **Implement the Singleton Pattern:**
   * Write code to ensure that the Logger class follows the Singleton design pattern.
4. **Test the Singleton Implementation:**
   * Create a test class to verify that only one instance of Logger is created and used across the application.

**// Solution:**

***// Java Project : Singleton design pattern:***

***// Logger.java***

**public class Logger {**

**//1. Created Class named Logger that has a private static instance of itself.**

**private static Logger *instance*;**

**// Ensured Logger is private.**

**private Logger(){**

**System.*out*.println("Logger Initialized");**

**}**

**// Provided Public method to return the instance**

**public static Logger getInstance() {**

**if(*instance*==null) {**

***instance* = new Logger();**

**}**

**return *instance*;**

**}**

**public void log(String Message) {**

**System.*out*.println("Log:"+Message);**

**}**

**public static void main(String[] args) {**

**// Getting Instance one**

**Logger logger1 = Logger.*getInstance*();**

**logger1.log("This is Instance one");**

**// Getting Instance Two**

**Logger logger2 = Logger.*getInstance*();**

**logger2.log("This is Instance Two");**

**if(logger1 == logger2) {**

**System.*out*.println("Both logger1 and logger2 are the same");**

**}else {**

**System.*out*.println("Different instances exist");**

**}**

**}**

**}**

**// OUTPUT:**
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**Exercise 2: Implementing the Factory Method Pattern**

**Scenario:**

**You are developing a document management system that needs to create different types of documents (e.g., Word, PDF, Excel). Use the Factory Method Pattern to achieve this.**

**Steps:**

1. **Create a New Java Project:**
   * **Create a new Java project named FactoryMethodPatternExample.**
2. **Define Document Classes:**
   * **Create interfaces or abstract classes for different document types such as WordDocument, PdfDocument, and ExcelDocument.**
3. **Create Concrete Document Classes:**
   * **Implement concrete classes for each document type that implements or extends the above interfaces or abstract classes.**
4. **Implement the Factory Method:**
   * **Create an abstract class DocumentFactory with a method createDocument().**
   * **Create concrete factory classes for each document type that extends DocumentFactory and implements the createDocument() method.**
5. **Test the Factory Method Implementation:**
   * Create a test class to demonstrate the creation of different document types using the factory method.

**//Solution:**

**// Java Project : FactoryMethodPatternExample.**

**// Create Document Interface**

**// Different Document Classes**

**// Documents.java**

**public interface Documents {**

**void open();**

**}**

**// Concreate Classes**

**//WordDoc.java**

**public class WordDoc implements Documents {**

**public void open() {**

**System.*out*.println("Opening Word Doc");**

**}**

**}**

**//PdfDoc.java**

**public class PdfDoc implements Documents {**

**public void open() {**

**System.*out*.println("Open PDF");**

**}**

**}**

**//ExcelDoc.java**

**public class ExcelDoc implements Documents{**

**public void open() {**

**System.*out*.println("Open Excel");**

**}**

**}**

**// Implementation of Factory Methods**

**//Create a Abstract Class**

**//DocFactory**

**public abstract class DocFactory {**

**public abstract Documents createDoc();**

**}**

**//WordDocFactory.java**

**public class WordDocFactory extends DocFactory {**

***@Override***

**public Documents createDoc() {**

**// TODO Auto-generated method stub**

**return new WordDoc();**

**}**

**}**

**//PdfDocFactory.java**

**public class PdfFactory extends DocFactory {**

***@Override***

**public Documents createDoc() {**

**return new PdfDoc();**

**}**

**}**

**//ExcelDocFactory**

**public class ExcelDocFactory extends DocFactory{**

***@Override***

**public Documents createDoc(){**

**return new ExcelDoc();**

**}**

**}**

**// Testing Of Factory Method**

**//main.java**

**public class main {**

**public static void main(String[] args) {**

**DocFactory wordFactory = new WordDocFactory();**

**Documents word = wordFactory.createDoc();**

**word.open();**

**DocFactory pdfFactory = new PdfDocFactory();**

**Documents pdf = pdfFactory.createDoc();**

**pdf.open();**

**DocFactory excelFactory = new ExcelDocFactory();**

**Documents excel = excelFactory.createDoc();**

**excel.open();**

**}**

**}**

**OUTPUT:**
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**Exercise 2: E-commerce Platform Search Function**

**Scenario:**

**You are working on the search functionality of an e-commerce platform. The search needs to be optimized for fast performance.**

**Steps:**

1. **Understand Asymptotic Notation:**
   * **Explain Big O notation and how it helps in analyzing algorithms.**
   * **Describe the best, average, and worst-case scenarios for search operations.**
2. **Setup:**
   * **Create a class Product with attributes for searching, such as productId, productName, and category.**
3. **Implementation:**
   * **Implement linear search and binary search algorithms.**
   * **Store products in an array for linear search and a sorted array for binary search.**
4. **Analysis:**
   * **Compare the time complexity of linear and binary search algorithms.**
   * **Discuss which algorithm is more suitable for your platform and why.**

**//Solution:**

**// Java Project Name: E-commerce Platform Search Function**

**Step 1: Understanding Asymptotic Notation**

**Big O (O) represents the upper bound of an algorithm’s run time as the input size grows .**

**It helps in evaluate of scalability & performance.**

**Case & Description**

**Best Case : fast scenario**

**Average Case :** **Expected time for a random input**

**Worst Case**: **Slowest scenario (e.g., item not found at all)**

**Step 2: Java Project : EcommerceSearch.java**

**// Product.java**

**public class Product {**

**int productId;**

**String productName;**

**String category;**

**public Product(int productId, String productName, String category) {**

**this.productId = productId;**

**this.productName = productName;**

**this.category = category;**

**}**

***@Override***

**public String toString() {**

**return productId + " - " + productName + " (" + category + ")";**

**}**

**}**

**// SearchDemo.java**

**import java.util.Arrays;**

**public class SearchDemo {**

**// Linear Search**

**public static int linearSearch(Product[] products, String name) {**

**for (int i = 0; i < products.length; i++) {**

**if (products[i].productName.equalsIgnoreCase(name)) {**

**return i;**

**}**

**}**

**return -1;**

**}**

**// Binary Search**

**public static int binarySearch(Product[] products, String name) {**

**int low = 0;**

**int high = products.length - 1;**

**while (low <= high) {**

**int mid = (low + high) / 2;**

**int compare = products[mid].productName.compareToIgnoreCase(name);**

**if (compare == 0)**

**return mid;**

**else if (compare < 0)**

**low = mid + 1;**

**else**

**high = mid - 1;**

**}**

**return -1;**

**}**

**public static void main(String[] args) {**

**Product[] products = {**

**new Product(101, "Laptop", "Electronics"),**

**new Product(102, "Chair", "Furniture"),**

**new Product(103, "Shoes", "Footwear"),**

**new Product(104, "Watch", "Accessories"),**

**new Product(105, "Phone", "Electronics")**

**};**

**// For binary search: sort the array by productName**

**Arrays.*sort*(products, (a, b) -> a.productName.compareToIgnoreCase(b.productName));**

**String searchKey = "Watch";**

**// Linear Search**

**int linearIndex = *linearSearch*(products, searchKey);**

**System.*out*.println("Linear Search Result: " + (linearIndex != -1 ? products[linearIndex] : "Not Found"));**

**// Binary Search**

**int binaryIndex = *binarySearch*(products, searchKey);**

**System.*out*.println("Binary Search Result: " + (binaryIndex != -1 ? products[binaryIndex] : "Not Found"));**

**}**

**}**

**OUTPUT:**

**![](data:image/png;base64,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)**

**Step 4: Analysis**

**//Linear Search**

**Time Complexity:** **O(n)**

**Best Case:** **O(1) (first item)**

**Worst Case:** **O(n) (last/not found)**

**//Binary Search**

**Time Complexity:** **O(log n)**

**Best Case:** **O(1)**

**Worst Case:** **O(log n)**

**// Comparison**

* **Binary Search is faster (O(log n)) but requires the array to be sorted.**
* **Use Binary Search if:**
  + **Your products are pre-sorted or sorted once during load.**
  + **You need faster lookup.**
* **Use Linear Search for small lists or unsorted data.**

**Exercise 7: Financial Forecasting**

**Scenario:**

**You are developing a financial forecasting tool that predicts future values based on past data.**

**Steps:**

1. **Understand Recursive Algorithms:**
   * **Explain the concept of recursion and how it can simplify certain problems.**
2. **Setup:**
   * **Create a method to calculate the future value using a recursive approach.**
3. **Implementation:**
   * **Implement a recursive algorithm to predict future values based on past growth rates.**
4. **Analysis:**
   * **Discuss the time complexity of your recursive algorithm.**
   * **Explain how to optimize the recursive solution to avoid excessive computation.**

**//Solution:**

**// Java Project: Financial Forecasting**

**Step 1: Understand Recursive Algorithms**

* **Recursion is when a method calls itself to solve smaller parts of a larger problem.**
* **It consists of:**
  1. **Base case – when to stop recursion.**
  2. **Recursive case – when the method calls itself with a modified parameter.**

**Use Case in Finance:  
Recursion is useful to model compound growth, e.g., predicting investment value over time.**

**// FinancialForecasting.java**

**public class ForecastTool {**

**// Recursive method to calculate future value**

**public static double predictFutureValue(double presentValue, double growthRate, int years) {**

**if (years == 0) {**

**return presentValue;**

**} else {**

**return predictFutureValue(presentValue \* (1 + growthRate), growthRate, years - 1);**

**}**

**}**

**public static void main(String[] args) {**

**double presentValue = 10000; // starting amount**

**double annualGrowthRate = 0.08; // 8% growth per year**

**int years = 5;**

**double futureValue = predictFutureValue(presentValue, annualGrowthRate, years);**

**System.out.printf("Future Value after %d years = ₹%.2f%n", years, futureValue);**

**}**

**}**

**// Optimized Iterative Version**

**public static double predictFutureValueIterative(double presentValue, double growthRate, int years) {**

**for (int i = 0; i < years; i++) {**

**presentValue \*= (1 + growthRate);**

**}**

**return presentValue;**

**}**

**Time Complexity**

**The function calls itself once per year ⇒ Time Complexity: O(n) (where n = years).**

**Optimization (to avoid excessive computation):**

**Use Memoization to cache already computed results (for overlapping subproblems).**

**Or use Iteration (preferred for simple compound calculations).**

**Conclusion:**

* **Recursive methods make the code clean and close to mathematical definitions.**
* **But for large input, iterative or memoized versions are more efficient and safe (avoid stack overflow).**